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# Introduction

This document includes a copy of the code created while making a custom maths library, implementation of the library and functions. Included in the custom Math library are several functions including, custom line drawing algorithms, circle drawing, slope calculations and line equation functions and a custom convex hull using Jarvis march.

# 1.1 Running the Software

To run the software, start up the file “GraphicsTemplate.sln” within the main folder.

### Changing fly amount

To change fly amount, change the value within FlyManager.cpp line 6.

![](data:image/png;base64,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)

### Enabling rotation, scaling and transformation

To enable rotation, scaling and transform function, uncomment the lines in the main GraphisTemplate.cpp.

# 2. Code – Header Files

This section of the report will contain source code copied directly from visual studio assignment project.

## 2.1 – Calculations.h

#pragma once

class Calculations

{

private:

const float PI = 3.141592f;

public:

Calculations();

~Calculations();

void init();

Vector \*vectorResult;

Matrix \*translation;

Matrix \*scale;

Matrix \*rotate;

Matrix \*result;

Vector \*vector;

int convert;

float sinLUT[1024];

float cosLUT[1024];

void multiplyMatrixByMatrix(Matrix \*, Matrix \*);

void multiply4By4byVector(Matrix \*, Vector \*);

void translate(float, float, float, Vector \*);

void rotateX(float, Vector \*);

void rotateY(float, Vector \*);

void rotateZ(float, Vector \*);

void scaleUniform(float, Vector \*);

void scaleNonUniform(float, float, float, float, Vector \*);

float degreesToRadians(float);

float radiansToDegrees(float);

float dotProduct2D(Vector \*, Vector \*);

void createSinCosLUT();

};

## 2.2 – cRenderClass.h

class cRenderClass

{

public:

cRenderClass(const int, const int);

~cRenderClass();

void create(int argc, \_TCHAR\* argv[]);

void loop();

void clear();

void render();

void setColour(float, float, float);

void setPointSize(int);

void drawPixel(int, int);

// Work out line equation

float lineEquation(float, float, float, float);

float lineSlope(float, float, float, float);

// Line Draw functions

void lineDirectScan(float, float, float, float);

void lineDDA(float, float, float, float);

void lineBresenhams(float, float, float, float);

// Circle Draw

void lineCircle(float, float, float);

// Jarvis March Convex Hull

FlyManager\* hull = nullptr;

int orientation(Vector p, Vector q, Vector r);

void jarvisMarchHull(FlyManager \*);

private:

int m\_sw, m\_sh;

int m\_point\_size;

float \*m\_buffer;

sRGB m\_colour;

// initialise maths variables

float m = 0.0f;

float b = 0.0f;

float step = 0.0f;

float y = 0.0f;

};

## 2.3 – FlyManager

#pragma once

class FlyManager

{

public:

int size;

int leftFlyIndex;

Vector \*flyArray;

Vector \*direction;

FlyManager(int);

bool createFlyArray(int);

void setFlyVectors();

void moveDirection();

int leftFly();

~FlyManager();

};

## 2.4 – globals.h

////////////////////////////////////////////////////////////////////////////////

// externals

////////////////////////////////////////////////////////////////////////////////

extern void winReshapeFunc(GLint w, GLint h);

extern void renderScene();

extern void update();

////////////////////////////////////////////////////////////////////////////////

// constants

////////////////////////////////////////////////////////////////////////////////

const int SCREEN\_WIDTH = 800;

const int SCREEN\_HEIGHT = 800;

////////////////////////////////////////////////////////////////////////////////

// structures

////////////////////////////////////////////////////////////////////////////////

struct sRGB

{

float r, g, b;

};

## 2.5 – Matrix.h

#pragma once

class Matrix

{

public:

// array to store matrix values for object

float\* matrixArray;

// Default Matrix constructor

Matrix();

// 3x1 Matrix Constructor

Matrix(float, float, float);

// 2x2 Matrix Constructor

Matrix(float, float, float, float);

// 3x3 Matrix Constructor

Matrix(float, float, float, float, float, float, float, float, float);

// 4x4 Matrix Constructor

Matrix(float, float, float, float, float, float, float, float, float, float, float, float, float, float, float, float);

// Matrix Destructor

~Matrix();

void identityMatrix();

// initial matrix creator

bool createMatrix(int);

void print();

};

## 2.6 – stdafx.h

// stdafx.h : include file for standard system include files,

// or project specific include files that are used frequently, but

// are changed infrequently

//

#pragma once

#include <iostream>

using std::endl;

using std::cout;

#include <tchar.h>

#include <windows.h>

#include <math.h>

#include "Matrix.h"

#include "Vector.h"

#include "Calculations.h"

#include "FlyManager.h"

#include "glut.h"

#include "globals.h"

#include "cRenderClass.h"

## 2.7 - Vector.h

#pragma once

class Vector

{

public:

float x, y, z, w;

Vector();

Vector(float, float, float, float);

~Vector();

void print();

};

# 3. Code - .CPP Files

This section of the report will contain source code copied directly from visual studio assignment project.

## 3.1 – Calculations.cpp

#include "stdafx.h"

Calculations calc;

Calculations calc1;

Calculations calc2;

Calculations::Calculations()

{

this->init();

}

Calculations::~Calculations()

{

delete this->result;

this->vectorResult;

this->translation;

this->scale;

this->rotate;

}

// initialise objects (should be in its own function as nothing that could fail directly in constructor)

void Calculations::init()

{

this->result = new Matrix();

this->vectorResult = new Vector();

this->translation = new Matrix();

this->scale = new Matrix();

this->rotate = new Matrix();

createSinCosLUT();

}

void Calculations::multiplyMatrixByMatrix(Matrix\* matrix1, Matrix\* matrix2)

{

// Row 1 of resulting Matrix

this->result->matrixArray[0] = (matrix1->matrixArray[0] \* matrix2->matrixArray[0]) + (matrix1->matrixArray[1] \* matrix2->matrixArray[4]) + (matrix1->matrixArray[2] \* matrix2->matrixArray[8]) + (matrix1->matrixArray[3] \* matrix2->matrixArray[12]);

this->result->matrixArray[1] = (matrix1->matrixArray[0] \* matrix2->matrixArray[1]) + (matrix1->matrixArray[1] \* matrix2->matrixArray[5]) + (matrix1->matrixArray[2] \* matrix2->matrixArray[9]) + (matrix1->matrixArray[3] \* matrix2->matrixArray[13]);

this->result->matrixArray[2] = (matrix1->matrixArray[0] \* matrix2->matrixArray[2]) + (matrix1->matrixArray[1] \* matrix2->matrixArray[6]) + (matrix1->matrixArray[2] \* matrix2->matrixArray[10]) + (matrix1->matrixArray[3] \* matrix2->matrixArray[14]);

this->result->matrixArray[3] = (matrix1->matrixArray[0] \* matrix2->matrixArray[3]) + (matrix1->matrixArray[1] \* matrix2->matrixArray[7]) + (matrix1->matrixArray[2] \* matrix2->matrixArray[11]) + (matrix1->matrixArray[3] \* matrix2->matrixArray[15]);

// Row 2 of resulting Matrix

this->result->matrixArray[4] = (matrix1->matrixArray[4] \* matrix2->matrixArray[0]) + (matrix1->matrixArray[5] \* matrix2->matrixArray[4]) + (matrix1->matrixArray[6] \* matrix2->matrixArray[8]) + (matrix1->matrixArray[7] \* matrix2->matrixArray[12]);

this->result->matrixArray[5] = (matrix1->matrixArray[4] \* matrix2->matrixArray[1]) + (matrix1->matrixArray[5] \* matrix2->matrixArray[5]) + (matrix1->matrixArray[6] \* matrix2->matrixArray[9]) + (matrix1->matrixArray[7] \* matrix2->matrixArray[13]);

this->result->matrixArray[6] = (matrix1->matrixArray[4] \* matrix2->matrixArray[2]) + (matrix1->matrixArray[5] \* matrix2->matrixArray[6]) + (matrix1->matrixArray[6] \* matrix2->matrixArray[10]) + (matrix1->matrixArray[7] \* matrix2->matrixArray[14]);

this->result->matrixArray[7] = (matrix1->matrixArray[4] \* matrix2->matrixArray[3]) + (matrix1->matrixArray[5] \* matrix2->matrixArray[7]) + (matrix1->matrixArray[6] \* matrix2->matrixArray[11]) + (matrix1->matrixArray[7] \* matrix2->matrixArray[15]);

// Row 3 of resulting Matrix

this->result->matrixArray[8] = (matrix1->matrixArray[8] \* matrix2->matrixArray[0]) + (matrix1->matrixArray[9] \* matrix2->matrixArray[4]) + (matrix1->matrixArray[10] \* matrix2->matrixArray[8]) + (matrix1->matrixArray[11] \* matrix2->matrixArray[12]);

this->result->matrixArray[9] = (matrix1->matrixArray[8] \* matrix2->matrixArray[1]) + (matrix1->matrixArray[9] \* matrix2->matrixArray[5]) + (matrix1->matrixArray[10] \* matrix2->matrixArray[9]) + (matrix1->matrixArray[11] \* matrix2->matrixArray[13]);

this->result->matrixArray[10] = (matrix1->matrixArray[8] \* matrix2->matrixArray[2]) + (matrix1->matrixArray[9] \* matrix2->matrixArray[6]) + (matrix1->matrixArray[10] \* matrix2->matrixArray[10]) + (matrix1->matrixArray[11] \* matrix2->matrixArray[14]);

this->result->matrixArray[11] = (matrix1->matrixArray[8] \* matrix2->matrixArray[3]) + (matrix1->matrixArray[9] \* matrix2->matrixArray[7]) + (matrix1->matrixArray[10] \* matrix2->matrixArray[11]) + (matrix1->matrixArray[11] \* matrix2->matrixArray[15]);

// Row 4 of resulting Matrix

this->result->matrixArray[12] = (matrix1->matrixArray[12] \* matrix2->matrixArray[0]) + (matrix1->matrixArray[13] \* matrix2->matrixArray[4]) + (matrix1->matrixArray[14] \* matrix2->matrixArray[8]) + (matrix1->matrixArray[15] \* matrix2->matrixArray[12]);

this->result->matrixArray[13] = (matrix1->matrixArray[12] \* matrix2->matrixArray[1]) + (matrix1->matrixArray[13] \* matrix2->matrixArray[5]) + (matrix1->matrixArray[14] \* matrix2->matrixArray[9]) + (matrix1->matrixArray[15] \* matrix2->matrixArray[13]);

this->result->matrixArray[14] = (matrix1->matrixArray[12] \* matrix2->matrixArray[2]) + (matrix1->matrixArray[13] \* matrix2->matrixArray[6]) + (matrix1->matrixArray[14] \* matrix2->matrixArray[10]) + (matrix1->matrixArray[15] \* matrix2->matrixArray[14]);

this->result->matrixArray[15] = (matrix1->matrixArray[12] \* matrix2->matrixArray[3]) + (matrix1->matrixArray[13] \* matrix2->matrixArray[7]) + (matrix1->matrixArray[14] \* matrix2->matrixArray[11]) + (matrix1->matrixArray[15] \* matrix2->matrixArray[15]);

this->result->print();

}

void Calculations::multiply4By4byVector(Matrix \*matrix, Vector \*vector)

{

// Row 1 of resulting Matrix

this->vectorResult->x = ((matrix->matrixArray[0] \* vector->x) + (matrix->matrixArray[1] \* vector->y) + (matrix->matrixArray[2] \* vector->z) + (matrix->matrixArray[3] \* vector->w));

this->vectorResult->y = ((matrix->matrixArray[4] \* vector->x) + (matrix->matrixArray[5] \* vector->y) + (matrix->matrixArray[6] \* vector->z) + (matrix->matrixArray[7] \* vector->w));

this->vectorResult->z = ((matrix->matrixArray[8] \* vector->x) + (matrix->matrixArray[9] \* vector->y) + (matrix->matrixArray[10] \* vector->z) + (matrix->matrixArray[11] \* vector->w));

this->vectorResult->w = ((matrix->matrixArray[12] \* vector->x) + (matrix->matrixArray[13] \* vector->y) + (matrix->matrixArray[14] \* vector->z) + (matrix->matrixArray[15] \* vector->w));

\*vector = \*vectorResult;

}

void Calculations::translate(float x, float y, float z, Vector \*vector)

{

this->translation->identityMatrix();

this->translation->matrixArray[3] = x;

this->translation->matrixArray[7] = y;

this->translation->matrixArray[11] = z;

multiply4By4byVector(this->translation, vector);

}

void Calculations::rotateX(float angle, Vector \*vector)

{

this->convert = angle \* 2.84444444;

this->rotate->identityMatrix();

this->rotate->matrixArray[5] = (this->cosLUT[convert]);

this->rotate->matrixArray[6] = (this->sinLUT[convert]);

this->rotate->matrixArray[9] = (-(this->sinLUT[convert]));

this->rotate->matrixArray[10] = (this->cosLUT[convert]);

multiply4By4byVector(this->rotate, vector);

}

void Calculations::rotateY(float angle, Vector \*vector)

{

this->convert = angle \* 2.84444444;

this->rotate->identityMatrix();

this->rotate->matrixArray[0] = (this->cosLUT[convert]);

this->rotate->matrixArray[2] = ((-(this->sinLUT[convert])));

this->rotate->matrixArray[8] = (this->sinLUT[convert]);

this->rotate->matrixArray[10] = (this->cosLUT[convert]);

multiply4By4byVector(this->rotate, vector);

}

void Calculations::rotateZ(float angle, Vector \*vector)

{

this->convert = angle \* 2.84444444;

this->rotate->identityMatrix();

this->rotate->matrixArray[0] = (this->cosLUT[convert]);

this->rotate->matrixArray[1] = (this->sinLUT[convert]);

this->rotate->matrixArray[4] = (-(this->sinLUT[convert]));

this->rotate->matrixArray[5] = (this->cosLUT[convert]);

multiply4By4byVector(this->rotate, vector);

}

void Calculations::scaleUniform(float w, Vector \*vector)

{

this->scale->identityMatrix();

this->scale->matrixArray[15] = w;

this->multiply4By4byVector(this->scale, vector);

vector->x = (vector->x / vector->w);

vector->y = (vector->y / vector->w);

vector->z = (vector->z / vector->w);

vector->w = (vector->w / vector->w);

}

void Calculations::scaleNonUniform(float x, float y, float z, float w, Vector \*vector)

{

this->scale->identityMatrix();

this->scale->matrixArray[0] = x;

this->scale->matrixArray[5] = y;

this->scale->matrixArray[10] = z;

this->scale->matrixArray[15] = w;

this->multiply4By4byVector(this->scale, vector);

vector->x = (vector->x / vector->w);

vector->y = (vector->y / vector->w);

vector->z = (vector->z / vector->w);

vector->w = (vector->w / vector->w);

}

float Calculations::degreesToRadians(float degrees)

{

//cout << (degrees \* (this->PI / 180)) << endl;

return (degrees \* (this->PI / 180));

}

float Calculations::radiansToDegrees(float radians)

{

return (radians \* (180 / this->PI));

}

// Procedure to find the dot product of two vectors

float Calculations::dotProduct2D(Vector \*vector1, Vector \*vector2)

{

// Multiply the first vector by the second vector

// Add each above answer together

return (vector1->x \* vector2->x +

vector1->y \* vector2->y);

}

void Calculations::createSinCosLUT()

{

sinLUT[0] = 0.00436331; ……. Refer to source file (omitted from report due to length)

}

## 3.2 – cRenderClass.cpp

/////////////////////////////////////////////////////////////////////////////////

// cRenderClass.cpp

/////////////////////////////////////////////////////////////////////////////////

#include "stdafx.h"

/////////////////////////////////////////////////////////////////////////////////

// Declarations

/////////////////////////////////////////////////////////////////////////////////

cRenderClass graphics( SCREEN\_WIDTH, SCREEN\_HEIGHT );

extern Calculations calc;

/////////////////////////////////////////////////////////////////////////////////

// cRenderClass() - constructor

/////////////////////////////////////////////////////////////////////////////////

cRenderClass::cRenderClass(const int w, const int h)

{

m\_sw = w;

m\_sh = h;

int total\_count = w\*h\*3;

m\_buffer = new float[total\_count];

for( int i=0; i<total\_count; i++ )

{

m\_buffer[i] = 0;

}

m\_point\_size = 1;

}

/////////////////////////////////////////////////////////////////////////////////

// cRenderClass() - destructor

/////////////////////////////////////////////////////////////////////////////////

cRenderClass::~cRenderClass()

{

}

/////////////////////////////////////////////////////////////////////////////////

// loop() - enters game loop

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::loop()

{

glutMainLoop();

}

/////////////////////////////////////////////////////////////////////////////////

// initialize glut stuff

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::create(int argc, \_TCHAR\* argv[])

{

// initialise the glut library

glutInit(&argc, argv);

// set up the initial display mode

// need both double buffering and z-buffering

glutInitDisplayMode(GLUT\_DOUBLE | GLUT\_RGB | GLUT\_DEPTH);

// set the initial window position

glutInitWindowPosition(100, 100);

// set the initial window size

glutInitWindowSize(SCREEN\_WIDTH, SCREEN\_HEIGHT);

// create and name the window

glutCreateWindow("Wow!");

// reshape callback for current window

glutReshapeFunc(winReshapeFunc);

// set display callback for current window

glutDisplayFunc(renderScene);

// set up the global idle callback

glutIdleFunc(update);

}

/////////////////////////////////////////////////////////////////////////////////

// clear() - clears out the render buffer

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::clear()

{

memset( m\_buffer, 0, sizeof(float)\*m\_sw\*m\_sh\*3 );

}

/////////////////////////////////////////////////////////////////////////////////

// setPointSize() - set the pixel size

////////////////////////////////////////////////////////////////////////////////

void cRenderClass::setPointSize(int size)

{

m\_point\_size = size;

}

/////////////////////////////////////////////////////////////////////////////////

// drawPixel() -

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::drawPixel(int x, int y)

{

int start, end;

start = -(m\_point\_size/2);

end = (int)((m\_point\_size/2.0f) + 0.5);

for( int i=start; i<end; i++ )

{

for( int j=start; j<end; j++ )

{

if( (x+j < 0) || (x+j >= m\_sw) )

continue;

if( (y+i < 0) || (y+i >= m\_sh) )

continue;

m\_buffer[(((y+i)\*m\_sw+(x+j))\*3) + 0] = m\_colour.r;

m\_buffer[(((y+i)\*m\_sw+(x+j))\*3) + 1] = m\_colour.g;

m\_buffer[(((y+i)\*m\_sw+(x+j))\*3) + 2] = m\_colour.b;

}

}

}

/////////////////////////////////////////////////////////////////////////////////

// Line Equation calculation

/////////////////////////////////////////////////////////////////////////////////

float cRenderClass::lineEquation(float p0X, float p0Y, float p1X, float p1Y)

{

// calculate slope

m = (p1Y - p0Y) / (p1X - p0X);

// calculate incept point of Y

b = p0Y - m \* p0X;

//cout << "slope = " << m << ", intercept = " << b << endl;

// return equation of a straight line (y = mx + b)

return (m\*p0X+b);

}

/////////////////////////////////////////////////////////////////////////////////

// Line slope calculation

/////////////////////////////////////////////////////////////////////////////////

float cRenderClass::lineSlope(float p0X, float p0Y, float p1X, float p1Y)

{

// calculate slope

m = (p1Y - p0Y) /(p1X - p0X);

return m;

}

/////////////////////////////////////////////////////////////////////////////////

// Direct scan line draw algorithm function - horizontal lines only

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::lineDirectScan(float p0X, float p0Y, float p1X, float p1Y)

{

if (p0X <= p1X)

{

step = p0X;

while (step <= p1X)

{

//cout << "Step = " << step << ", P0X = " << p0X << endl;

y = lineEquation(step, p0Y, p1X, p1Y);

//cout << "Y = " << y << endl;

drawPixel(step, y);

step++;

}

}

else

{

step = p1X;

while (step < p0X)

{

//cout << "Step = " << step << ", P1X = " << p1X << endl;

y = lineEquation(step, p0Y, p1X, p1Y);

//cout << "pixel position (" << step << ", " << y << ")" << endl;

drawPixel(step, y);

step++;

}

}

}

/////////////////////////////////////////////////////////////////////////////////

// DDA Line drawing algorithm function (currently left to right only on points and positive slopes)

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::lineDDA(float p0X, float p0Y, float p1X, float p1Y)

{

float step = 1;

// Calculate line equation ( m = slope, b = Y intercept)

lineEquation(p0X, p0Y, p1X, p1Y);

// Calculate deltas

float dy = p1Y - p0Y;

float dx = p1X - p0X;

dy = m \* dx;

dx = dy / m;

float x = p0X;

float y = p0Y;

// if slope (m) is less than or equal to 1

if (m <= 1.0f)

{

while (x < p1X)

{

drawPixel(x, y);

y = y + m;

x++;

}

}

// If slope is greater than 1 ( use y increment value instead of x)

else

{

while (y < p1Y)

{

drawPixel(x, y);

x = x + (1 / m);

y++;

}

}

}

/////////////////////////////////////////////////////////////////////////////////

// Bresenham's line drawing algorithm

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::lineBresenhams(float p0X, float p0Y, float p1X, float p1Y)

{

int x, y, xEnd, yEnd;

int i = 0;

// Calculate deltas

int dx = p1X - p0X; // length of line on X

int dy = p1Y - p0Y; // length of line on Y

// absolute values to check length even with negative length

int dxAbs; // = fabs(dx);

int dyAbs; // = fabs(dy);

// if less than zero, convert to absolute (positive) value to compare length

if (dx < 0)

{

dxAbs = (dx)-(dx + dx);

//cout << "dxAbs = " << dxAbs << endl;

}

else

{

dxAbs = dx;

//cout << "dxAbs = " << dxAbs << endl;

}

if (dy < 0)

{

dyAbs = (dy)-(dy + dy);

//cout << "dyAbs = " << dyAbs << endl;

}

else

{

dyAbs = dy;

//cout << "dyAbs = " << dyAbs << endl;

}

int dy2Minusdx2 = 2 \* (dyAbs - dxAbs);

int dx2Minusdy2 = 2 \* (dxAbs - dyAbs);

// starting value for decision parameter (error value check on line)

int parameterX = 2 \* dyAbs - dxAbs; // for values with x axis being used as decision parameter

int parameterY = 2 \* dxAbs - dyAbs; // for values with y axis being used as decision parameter

// if y step is smaller or equal to x step

// then step along x

if (dyAbs <= dxAbs)

{

// if x step is negative

if (dx < 0)

{

x = p1X;

y = p1Y;

// xEnd will be left of starting pixel

xEnd = p0X;

}

// else x step is postive

else

{

x = p0X;

y = p0Y;

// xEnd will be right of starting pixel

xEnd = p1X;

}

// draw first pixel

drawPixel(x, y);

//cout << "PX = " << parameterX << endl;

//cout << "( " << x << ", " << y << ")" << endl;

// step through from x to xEnd point

for (i = 0; x < xEnd; i++)

{

x++;

// if x decision parameter is less than zero

if (parameterX < 0)

{

//cout << "parameterX < 0 --" << endl;

// decision parameter now equals previous parameterX + deltaY\*2

parameterX += 2 \* dyAbs;

}

// if dx and dy are anything other than zero

else

{

if ((dx<0 && dy<0) || (dx>0 && dy>0))

{

//cout << "dx dy not equal zero --" << endl;

// next plot is (x, y + 1)

y++;

}

else

{

//cout << "parameterX > 0 or higher --" << endl;

// next plot is (x, y - 1)

y--;

}

// decision parameter now equals previous parameterX + deltaY\*2 - DeltaX\*2

parameterX += dy2Minusdx2;

}

//cout << "PX after = " << parameterX << endl;

//cout << "( " << x << ", " << y << ")" << endl;

drawPixel(x, y);

}

}

// else x step is larger than y step

// same as above but for decision parameter to be performed on Y axis

else

{

// check if y step is positive or negative and set end point

if (dy < 0)

{

x = p1X;

y = p1Y;

yEnd = p0Y;

}

else

{

x = p0X;

y = p0Y;

yEnd = p1Y;

}

// draw first pixel

drawPixel(x, y);

// while y is not at right hand point of line

for (i = 0; y < yEnd; i++)

{

//cout << "else y++ " << endl;

// increment y each step

y++;

// if y decision parameter is less than or equal to zero

if (parameterY <= 0)

{

//cout << "parameterY <= 0 --" << endl;

// decision parameter now equals previous parameterY + deltaX\*2

parameterY += 2 \* dxAbs;

}

// if dx and dy are anything other than zero

else

{ // else / if indentation matters due to parameter being set

// - this took a while to notice...

if ((dx<0 && dy<0) || (dx>0 && dy>0))

{

//cout << "dx dy not equal zero -ELSE-" << endl;

// next plot is (x + 1, y)

x++;

}

else

{

//cout << "parameterY > 0 or higher --" << endl;

// next plot is (x - 1, y)

x--;

}

// decision parameter now equals previous parameterY + deltaX\*2 - DeltaY\*2

parameterY += dx2Minusdy2;

}

//cout << "else ( " << x << ", " << y << ")" << endl;

// draw decided pixel

drawPixel(x, y);

}

}

}

/////////////////////////////////////////////////////////////////////////////////

// Circle Drawing - Optimized for reflection

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::lineCircle(float radius, float x, float y)

{

float xNew;

float yNew;

int i;

for (i = 0; i < 360; i++)

{

xNew = x + (radius \* calc.cosLUT[i]);

yNew = y + (radius \* calc.sinLUT[i]);

drawPixel(xNew, yNew); // octant 0 ( 0 to 45 degrees) ( quadrant 0 with 360 loops)

//drawPixel(yNew, xNew); // octant 1 ( 45 to 90 degrees)

xNew = x - (radius \* calc.cosLUT[i]);

yNew = y + (radius \* calc.sinLUT[i]);

drawPixel(xNew, yNew); // octant 3 ( 135 to 180 degrees) ( quadrant 1 with 360 loops)

//drawPixel(yNew, xNew); // octant 7 ( 270 to 315 degrees)

xNew = x + (radius \* calc.cosLUT[i]);

yNew = y - (radius \* calc.sinLUT[i]);

drawPixel(xNew, yNew); // octant 8 ( 315 to 360 degrees) ( quadrant 4 with 360 loops)

//drawPixel(yNew, xNew); // octant 2 ( 90 to 135 degrees)

xNew = x - (radius \* calc.cosLUT[i]);

yNew = y - (radius \* calc.sinLUT[i]);

drawPixel(xNew, yNew); // octant 4 ( 180 to 225 degrees) ( quadrant 3 with 360 loops)

//drawPixel(yNew, xNew); // octant 5 ( 225 to 270 degrees)

/////////////////////////

// Commented draws was an attempt to get 180 loop working

// caused issues on translation of a circle

////////////////////////

//cout << "( " << xNew << ", " << yNew << ")" << endl;

}

}

///// Reference [1]

int cRenderClass::orientation(Vector p, Vector q, Vector r)

{

int val = (q.y - p.y) \* (r.x - q.x) -

(q.x - p.x) \* (r.y - q.y);

if (val == 0)

{

return 0; // colinear

}

return (val > 0) ? 1 : 2; // clock or counterclock wise

}

///// Reference [1], [2], [3], [4]

// Prints convex hull of a set of n points.

void cRenderClass::jarvisMarchHull(FlyManager\* flies)

{

int size = flies->size;

int leftFly = 0;

int p = 0;

int q = 0;

// count vector coords added to hull array

int count = 0;

// Initialize Result

if (hull == nullptr)

{

//cout << "making hull" << endl;

hull = new FlyManager(size);

}

// Calculate left most point

for (int i = 1; i < size; i++)

{

if (flies->flyArray[i].x < flies->flyArray[leftFly].x)

{

leftFly = i;

}

}

// set p as left fly index

p = leftFly;

// loop vector coords

do

{

// Add vector coord to hull array

hull->flyArray[count] = flies->flyArray[p];

// increment flies in hull count

count++;

q = (p + 1);

for (int i = 0; i < size; i++)

{

// If i is more counterclockwise than current q, then

// update q

if (orientation(flies->flyArray[p], flies->flyArray[i], flies->flyArray[q]) == 2)

q = i;

}

// Set p as q for next iteration

// add to hull

p = q;

} while (p != leftFly); // While we don't come to first point

// draw convex hull

for (int i = 0; i < count; i++)

{

// if end of array reached, connect first(most left point) to current

if (i + 1 >= count)

{

lineBresenhams(hull->flyArray[i].x, hull->flyArray[i].y, hull->flyArray[0].x, hull->flyArray[0].y);

}

else

{

lineBresenhams(hull->flyArray[i].x, hull->flyArray[i].y, hull->flyArray[i + 1].x, hull->flyArray[i + 1].y);

}

}

}

/////////////////////////////////////////////////////////////////////////////////

// render() - renders this buffer to screen

/////////////////////////////////////////////////////////////////////////////////void cRenderClass::render()

{

// clear the back buffer

glClear(GL\_COLOR\_BUFFER\_BIT | GL\_DEPTH\_BUFFER\_BIT);

glDrawPixels( m\_sw, m\_sh, GL\_RGB, GL\_FLOAT, m\_buffer );

// swap the buffers of the current window

glutSwapBuffers();

// clear out the buffer

clear();

}

/////////////////////////////////////////////////////////////////////////////////

// setColour() - sets the current colour

/////////////////////////////////////////////////////////////////////////////////

void cRenderClass::setColour(float r, float g, float b)

{

m\_colour.r = r;

m\_colour.g = g;

m\_colour.b = b;

}

/////////////////////////////////////////////////////////////////////////////////

// winReshapeFunc() - gets called initially and whenever the window get resized

// resizing has been locked

////////////////////////////////////////////////////////////////////////////////

void winReshapeFunc(GLint w, GLint h)

{

// specify current matrix

glMatrixMode(GL\_PROJECTION);

// load an identity matrix

glLoadIdentity();

// create a projection matrix... i.e. 2D projection onto xy plane

glOrtho( -SCREEN\_WIDTH, SCREEN\_WIDTH, -SCREEN\_HEIGHT, SCREEN\_HEIGHT, -100, 100);

glMatrixMode(GL\_MODELVIEW);

glLoadIdentity();

// set up the viewport

glViewport

(

0, // lower left x position

0, // lower left y position

(GLsizei) SCREEN\_WIDTH, // viewport width

(GLsizei) SCREEN\_HEIGHT // viewport height

);

}

## 3.3 – FlyManager

#include "stdafx.h"

#include <stdlib.h>

#include <time.h>

// create fly objects here

FlyManager flies(10);

// Must pass in array size

FlyManager::FlyManager(int size)

{

this->size = size;

this->createFlyArray(size);

}

// Create Fly Array

bool FlyManager::createFlyArray(int size)

{

bool result = false;

this->flyArray = nullptr;

this->flyArray = new Vector[this->size];

this->direction = nullptr;

this->direction = new Vector[this->size];

if (this->flyArray != nullptr && this->direction != nullptr)

{

result = true;

}

else

{

// Result already set to false

}

return result;

}

void FlyManager::setFlyVectors()

{

// start points within the window

int spawnMaxX = SCREEN\_WIDTH - 20; // max X offset

int spawnMinX = SCREEN\_WIDTH - SCREEN\_WIDTH + 20; // Min X offset

int spawnMaxY = SCREEN\_HEIGHT - 20; // max Y offset

int spawnMinY = SCREEN\_HEIGHT - SCREEN\_HEIGHT + 20; // Min Y offset

for (int i = 0; i < this->size; i++)

flies.flyArray[i] = Vector(rand() % spawnMaxX + spawnMinX, rand() % spawnMaxY + spawnMinY, 1.0f, 1.0f);

}

// random fly velocity

void FlyManager::moveDirection()

{

srand(time(NULL));

for (int i = 0; i < this->size; i++)

{

flies.direction[i] = Vector(rand() % 3 + 1, rand() % 3 + 1, 1.0f, 1.0f);

}

}

// attempted to control left fly outside of hull.

// starts ok but currently causing unknown bug that multiplies files

int FlyManager::leftFly()

{

for (int i = 1; i < size - 1; i++)

{

if (flyArray[i].x < flyArray[leftFlyIndex].x)

leftFlyIndex = i;

//cout << "Size = " << leftFlyIndex << endl;

}

//cout << "Left fly index = " << leftFlyIndex << endl;

return leftFlyIndex;

}

FlyManager::~FlyManager()

{

delete[] this->flyArray;

delete[] this->direction;

}

## 3.4 – GraphicsTemplate.cpp

// GraphicsTemplate.cpp

/////////////////////////////////////////////////////////////////////////////////

#include "stdafx.h"

/////////////////////////////////////////////////////////////////////////////////

// externals

/////////////////////////////////////////////////////////////////////////////////extern cRenderClass graphics;

extern Calculations calc;

extern FlyManager flies;

/////////////////////////////////////////////////////////////////////////////////

// renderScene() - render the scene

/////////////////////////////////////////////////////////////////////////////////

void renderScene()

{

// set a colour

graphics.setColour( 1,0,0 );

// set pixel size..

graphics.setPointSize(3);

//graphics.drawLine(&p0, &p1);

// draw to an off screen buffer

//graphics.drawPixel(p0.x, p0.y);

//graphics.drawPixel(p1.x, p1.y);

//graphics.drawPixel(p2.x, p2.y);

//graphics.drawPixel(p3.x, p3.y);

// render the scene

graphics.render();

}

/////////////////////////////////////////////////////////////////////////////////

// update() - update function

/////////////////////////////////////////////////////////////////////////////////

void update()

{

// add any update code here...

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* DRAW FLY CODE

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

for (int i = 0; i < flies.size; i++)

{

// draw flies as pixels

graphics.drawPixel(flies.flyArray[i].x, flies.flyArray[i].y);

// Translate flies position

calc.translate(flies.direction[i].x, flies.direction[i].y, 0, &flies.flyArray[i]);

// change direction with reflection law if sides of screen hit

if (flies.flyArray[i].x < (SCREEN\_WIDTH - SCREEN\_WIDTH + 2) ^ flies.flyArray[i].x > (SCREEN\_WIDTH - 2))

{

flies.direction[i].x = -flies.direction[i].x;

}

// change direction with reflection law if top or bottom of screen hit

if (flies.flyArray[i].y < (SCREEN\_HEIGHT - SCREEN\_HEIGHT + 2) || flies.flyArray[i].y > (SCREEN\_HEIGHT - 2))

{

flies.direction[i].y = -flies.direction[i].y;

}

// uncomment to show changes in fly direction

//cout << "flies direction[" << i << "] = (" << flies.direction[i].x << ", " << flies.direction[i].y << ")" << endl;

// uncomment to show changes in fly location

//cout << "flies location[" << i << "] = (" << flies.flyArray[i].x << ", " << flies.flyArray[i].y << ")" << endl;

//calc.rotateX(3, &flies.flyArray[i]);

//calc.rotateY(3, &flies.flyArray[i]);

//calc.rotateZ(3, &flies.flyArray[i]);

//calc.scaleUniform(0.01f, &flies.flyArray[i]);

}

// encapsulate all flies inside a convex hull

graphics.jarvisMarchHull(&flies);

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* OTHER MATH LIBRARY FEATURES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

//graphics.lineCircle(100, p0.x, p0.y);

//graphics.lineEquation(p0.x, p0.y, p1.x, p1.y);

//graphics.directScan(p0.x, p0.y, p1.x, p1.y);

//graphics.directScan(p1.x, p1.y, p2.x, p2.y);

//graphics.directScan(p3.x, p3.y, p2.x, p2.y);

//graphics.directScan(p3.x, p3.y, p0.x, p0.y);

//graphics.lineDDA(p0.x, p0.y, p1.x, p1.y);

//graphics.lineDDA(p1.x, p1.y, p2.x, p2.y);

//graphics.lineDDA(p3.x, p3.y, p2.x, p2.y);

//graphics.lineDDA(p0.x, p0.y, p3.x, p3.y);

//graphics.lineBresenhams(p2.x, p2.y, p0.x, p0.y);

//graphics.lineBresenhams(p3.x, p3.y, p2.x, p2.y);

//graphics.lineBresenhams(p2.x, p2.y, p1.x, p1.y);

//graphics.lineBresenhams(p3.x, p3.y, p1.x, p1.y);

//graphics.lineBresenhams(p3.x, p3.y, p0.x, p0.y);

/\*/ Rotation

p0.x -= centre.x;

p0.y -= centre.y;

p0.z -= centre.z;

p0.w -= centre.w;

p1.x -= centre.x;

p1.y -= centre.y;

p1.z -= centre.z;

p1.w -= centre.w;

p2.x -= centre.x;

p2.y -= centre.y;

p2.z = centre.z;

p2.w -= centre.w;

p3.x -= centre.x;

p3.y -= centre.y;

p3.z -= centre.z;

p3.w -= centre.w;

//calc.rotateZ(3, &p0);

//calc.rotateZ(3, &p1);

//calc.rotateZ(3, &p2);

//calc.rotateZ(3, &p3);

calc.rotateY(1, &p0);

calc.rotateY(1, &p1);

calc.rotateY(1, &p2);

calc.rotateY(1, &p3);

calc.rotateX(5, &p0);

calc.rotateX(5, &p1);

calc.rotateX(5, &p2);

calc.rotateX(5, &p3);

calc.rotateX(5, &centre);

p0.x += centre.x;

p0.y += centre.y;

p0.z += centre.z;

p0.w += centre.w;

p1.x += centre.x;

p1.y += centre.y;

p1.z += centre.z;

p1.w += centre.w;

p2.x += centre.x;

p2.y += centre.y;

p2.z += centre.z;

p2.w += centre.w;

p3.x += centre.x;

p3.y += centre.y;

p3.z += centre.z;

p3.w += centre.w;

\*/

/\*

// Transform

calc.translate(0, 1, 0, &p0);

calc.translate(1, 0, 0, &p1);

calc.translate(1, 0, 0, &p2);

calc.translate(1, 0, 0, &p3);

\*/

/\*

calc.scaleNonUniform(1, 1, 1, 1, &p0);

calc.scaleNonUniform(0.999, 1, 1, 1, &p1);

calc.scaleNonUniform(1, 1, 1, 1, &p2);

calc.scaleNonUniform(0.999, 1, 1, 1, &p3);

\*/

/\*

calc.scaleUniform(-0.999, &p0);

calc.scaleUniform(-0.999, &p1);

calc.scaleUniform(-0.999, &p2);

calc.scaleUniform(-0.999, &p3);

calc.scaleUniform(-0.999, &centre);

\*/

/\*

//p0.print();

//p1.print();

//p2.print();

//p3.print();

\*/

// always re-render the scene..

renderScene();

}

/////////////////////////////////////////////////////////////////////////////////

// \_tmain() - program entry point

/////////////////////////////////////////////////////////////////////////////////

int \_tmain(int argc, \_TCHAR\* argv[])

{

// init glut stuff..

graphics.create(argc, argv);

// good place for one-off initialisations and objects creation..

// randomly generate fly positions

flies.setFlyVectors();

// randomly generate fly direction (velocity)

flies.moveDirection();

// enter game loop..

graphics.loop();

return 0;

}

/\*

interpolation - fill a triangle with color (rasterization)

\*/

## 3.5 – Matrix.cpp

#include "stdafx.h"

Matrix::Matrix()

{

// create matrix(size) for array (made within parent Matrix class)

this->createMatrix(16);

}

Matrix::~Matrix()

{

delete[] this->matrixArray;

}

void Matrix::identityMatrix()

{

// create matrix(size) for array (made within parent Matrix class)

this->createMatrix(16);

// Set values in matrix (within parent class Matrix.cpp)

this->matrixArray[0] = 1;

this->matrixArray[1] = 0;

this->matrixArray[2] = 0;

this->matrixArray[3] = 0;

this->matrixArray[4] = 0;

this->matrixArray[5] = 1;

this->matrixArray[6] = 0;

this->matrixArray[7] = 0;

this->matrixArray[8] = 0;

this->matrixArray[9] = 0;

this->matrixArray[10] = 1;

this->matrixArray[11] = 0;

this->matrixArray[12] = 0;

this->matrixArray[13] = 0;

this->matrixArray[14] = 0;

this->matrixArray[15] = 1;

}

// Create 3x1 Matrix

Matrix::Matrix(float r1, float r2, float r3)

{

// create matrix(size) for array (made within parent Matrix class)

this->createMatrix(16);

// Set values in matrix (within parent class Matrix.cpp)

this->matrixArray[0] = r1;

this->matrixArray[1] = 0;

this->matrixArray[2] = 0;

this->matrixArray[3] = 0;

this->matrixArray[4] = r2;

this->matrixArray[5] = 0;

this->matrixArray[6] = 0;

this->matrixArray[7] = 0;

this->matrixArray[8] = r3;

this->matrixArray[9] = 0;

this->matrixArray[10] = 0;

this->matrixArray[11] = 0;

this->matrixArray[12] = 0;

this->matrixArray[13] = 0;

this->matrixArray[14] = 0;

this->matrixArray[15] = 1;

}

// Create 2x2 Matrix

Matrix::Matrix(float r1, float r2, float r3, float r4)

{

// create matrix(size) for array (made within parent Matrix class)

this->createMatrix(16);

// Set values in matrix (within parent class Matrix.cpp)

this->matrixArray[0] = r1;

this->matrixArray[1] = r2;

this->matrixArray[2] = 0;

this->matrixArray[3] = 0;

this->matrixArray[4] = r3;

this->matrixArray[5] = r4;

this->matrixArray[6] = 0;

this->matrixArray[7] = 0;

this->matrixArray[8] = 0;

this->matrixArray[9] = 0;

this->matrixArray[10] = 0;

this->matrixArray[11] = 0;

this->matrixArray[12] = 0;

this->matrixArray[13] = 0;

this->matrixArray[14] = 0;

this->matrixArray[15] = 1;

}

// Create 3x3 Matrix

Matrix::Matrix(float r1, float r2, float r3, float r4, float r5, float r6, float r7, float r8, float r9)

{

// create matrix(size) for array (made within parent Matrix class)

this->createMatrix(16);

// Set values in matrix (within parent class Matrix.cpp)

this->matrixArray[0] = r1;

this->matrixArray[1] = r2;

this->matrixArray[2] = r3;

this->matrixArray[3] = 0;

this->matrixArray[4] = r4;

this->matrixArray[5] = r5;

this->matrixArray[6] = r6;

this->matrixArray[7] = 0;

this->matrixArray[8] = r7;

this->matrixArray[9] = r8;

this->matrixArray[10] = r9;

this->matrixArray[11] = 0;

this->matrixArray[12] = 0;

this->matrixArray[13] = 0;

this->matrixArray[14] = 0;

this->matrixArray[15] = 1;

}

// Create 4x4 Matrix

Matrix::Matrix(float r1, float r2, float r3, float r4, float r5, float r6, float r7, float r8, float r9, float r10, float r11, float r12, float r13, float r14, float r15, float r16)

{

// create matrix(size) for array (made within parent Matrix class)

this->createMatrix(16);

// Set values in matrix (within parent class Matrix.cpp)

this->matrixArray[0] = r1;

this->matrixArray[1] = r2;

this->matrixArray[2] = r3;

this->matrixArray[3] = r4;

this->matrixArray[4] = r5;

this->matrixArray[5] = r6;

this->matrixArray[6] = r7;

this->matrixArray[7] = r8;

this->matrixArray[8] = r9;

this->matrixArray[9] = r10;

this->matrixArray[10] = r11;

this->matrixArray[11] = r12;

this->matrixArray[12] = r13;

this->matrixArray[13] = r14;

this->matrixArray[14] = r15;

this->matrixArray[15] = r16;

}

// initial matrix creation

bool Matrix::createMatrix(int size)

{

bool result = false;

this->matrixArray = nullptr;

this->matrixArray = new float[size];

if (this->matrixArray != nullptr)

{

result = true;

}

else

{

// Result already set to false

}

return result;

}

void Matrix::print()

{

cout << this->matrixArray[0] << "\t";

cout << this->matrixArray[1] << "\t";

cout << this->matrixArray[2] << "\t";

cout << this->matrixArray[3] << endl;

cout << this->matrixArray[4] << "\t";

cout << this->matrixArray[5] << "\t";

cout << this->matrixArray[6] << "\t";

cout << this->matrixArray[7] << endl;

cout << this->matrixArray[8] << "\t";

cout << this->matrixArray[9] << "\t";

cout << this->matrixArray[10] << "\t";

cout << this->matrixArray[11] << endl;

cout << this->matrixArray[12] << "\t";

cout << this->matrixArray[13] << "\t";

cout << this->matrixArray[14] << "\t";

cout << this->matrixArray[15] << endl << endl;

}

## 3.6 – stdafx.cpp

// stdafx.cpp : source file that includes just the standard includes

// opengl\_window.pch will be the pre-compiled header

// stdafx.obj will contain the pre-compiled type information

#include "stdafx.h"

// TODO: reference any additional headers you need in STDAFX.H

// and not in this file

## 3.7 – Vector.cpp

#include "stdafx.h"

Vector::Vector()

{

this->x = 0;

this->y = 0;

this->z = 0;

this->w = 0;

}

Vector::Vector(float x, float y, float z, float w)

{

this->x = x;

this->y = y;

this->z = z;

this->w = w;

}

Vector::~Vector()

{

}

void Vector::print()

{

cout << this->x << endl << this->y << endl << this->z << endl << this->w << endl << endl;

}

# Conclusion

This document outlines the code creating a custom maths library, Implementation of the library and functions being used by an array of flies(pixels) moving around the screen. Included in the custom Math library are several functions including, custom line drawing algorithms, circle drawing, slope calculations and line equation functions and a custom convex hull using Jarvis march.
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